**GP142: The 142 Graphics Package  
User's Guide**

This document describes GP142, the **G**raphics **P**ackage for CSE/ENGR **142** (version 1.15, February 2000). It provides simple graphical output (drawing lines, rectangles, etc.), simple animation, and simple user input (mouse clicks and keyboard input).

These files are made to work on Windows PC systems, Macintosh, and X Windows. While the same .c and .h files work for all three, setting up and compiling your project on each of these is substantially different. Due to the large variety of hardware/software combinations, we cannot promise that you will be able to use this package on your particular comuter. If you have difficulty, your fallback is to do your work in the IPL. *Allow yourself enough time in case this is necessary.*
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**The Simplest GP142 Program**

To help you get started quickly, we will begin by looking at one of the simplest possible GP142 programs.  It doesn't do anything interesting at all; it merely opens a blank window and then waits for the user to tell it to close.  All GP142 programs share this same basic structure, and in fact this basic program can be used as a basis on which to build more elaborate programs, such as your homework.

A GP142 program must do at least the following things, in this order:

1. #include GP142.h
2. Open a GP142 graphics window by calling GP142\_open()
3. Wait for "events" by calling GP142\_await\_event().  Events are simply input from the user (mouse clicks or keystrokes) or from the system ("periodic" events, which the system generates automatically).  One special event that the user can send to your program is the GP142\_QUIT event, which tell the program that the user wishes to exit the program.  The user can send this event to the program by pulling down the **Run** menu from the GP142 graphics window and clicking **Quit**, or by hitting control-Q on the keyboard.
4. Close the GP142 graphics window when the user asks to quit by calling GP142\_close().

Here is a program that does the above, and nothing else:

/\*

\* CSE142

\*

\* This program illustrates one of the simplest possible GP142

\* programs that can be built.

\*/

#include "gp142.h"

#define FALSE 0

#define TRUE 1

int main(void)

{

int quit; /\* Track whether the user has asked to quit \*/

int event; /\* Holds GP142 events \*/

int mouse\_x, mouse\_y; /\* Not used in this program \*/

char key\_pressed; /\* Not used in this program \*/

/\* Open a blank GP142 graphics window.\*/

GP142\_open();

/\*

\* Main event loop:

\* ---- ----- -----

\* All GP142 programs need to have an "event loop", which is simply a

\* while loop that repeatedly gets events and then calls appropriate

\* functions in response. This program ignores all events except the

\* GP142\_QUIT event.

\*/

quit = FALSE;

while (!quit) {

/\* Get the next event \*/

event = GP142\_await\_event(&mouse\_x, &mouse\_y, &key\_pressed);

/\* Decide what kind of event we got \*/

switch (event) {

case GP142\_QUIT:

/\* The user asked to quit by selecting "Quit" from the "Run \*/

/\* menu or by hitting ctrl-Q. \*/

quit = TRUE;

break;

default:

/\* Ignore all other events, such as keystrokes, mouse clicks, \*/

/\* and periodic events. \*/

break;

}

} /\* end event loop \*/

/\* Close the graphics window and exit \*/

GP142\_close();

return 0;

}

A more interesting program would do lots more.  It would probably do some initial drawing on the GP142 window right after it is opened, and it would  handle keyboard, mouse, and periodic events, drawing on the graphics window in response to these events.  Before you can do these things, you need to understand a bit more about how the GP142 system works.

**Drawing Model**

The unit of a computer graphics systems is the **pixel** (short for "picture element"), which is the smallest dot that can be drawn. Just to give you some sense of scale, there are about 72 pixels per inch on typical computer screens. GP142 does all of the drawing in a small window of approximately 600 by 500 pixels called the "graphics window", shown below. Positions in this window are described by the usual (x,y) coordinate system, with its origin approximately centered in the window.

![http://courses.cs.washington.edu/courses/cse142/GP142/GP142_window.gif](data:image/gif;base64,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)

A typical drawing command is the one to draw a line:

GP142\_lineXY(RED, -10, 50, 60, 50, 5);

which will draw a horizontal red line 5 pixels wide and approximately 70 pixels long, from the point (-10,50) to the point (60,50). To be somewhat more precise, you can imagine the line being drawn by a red marker pen with a 5 pixel wide tip. The pen starts with its tip centered at (-10,50) and is dragged to (60,50). Note that the drawn line will overhang the start and end point by 2 or 3 pixels in each direction due to the width of the pen tip. (As an example of the kinds of differences that you can expect to see between the Macintosh and PC versions, Windows draws with a round pen, hence the ends of thick lines are half-circles, while the Macintosh draws with a square pen. This typically will not matter to you, but may make visible differences in certain situations.)

As another example of the basic drawing routines, GP142\_rectangleXY will draw a rectangle, again using the model of dragging a marker pen of designated thickness around the perimeter of the designated rectangle. Other functions draw triangles and ovals (ellipses). For these closed figures (i.e., rectangles, triangles, and ovals) a line thickness of **0** specifies that the figure should be **filled**, rather than outlined, with the designated color. For example,

GP142\_rectangleXY(BLUE, -10, -5, 10, 5, 0)

will draw a 20 by 10 pixel solid blue rectangle in the center of the window.

Most of the GP142 drawing routines come two flavors. One uses X and Y coordinates to describe points in the graphics window, and the other uses the struct GP142\_point (which is #defined in gp142.h). If you haven't yet covered structs in lecture, don't worry. Just use the XY versions-- the functionality is the same. The type GP142\_point is defined as follows:

typedef struct {

int x;

int y;

} GP142\_point;

Consider the example above which drew a 20x10 pixel blue rectangle in the center of the screen. Using the XY function, this was done like this:

GP142\_rectangleXY(BLUE, -10, -5, 10, 5, 0)

The exact same shape can be drawn using the point functions like this:

GP142\_point lower\_left = {-10, 5}; /\* Declare and init the corners \*/

GP142\_point upper\_right = {10, 5};

...

GP142\_rectangleP(BLUE, lower\_left, upper\_right, 0);

Here is another example showing how you might use either the XY or the point functions to do the same thing. A call to:

GP142\_circleXY(BLUE, -10, -5, 10)

draws a blue, filled circle of radius 10 centered at -10,-5, which is slightly below and to the left of the center of the graphics window. You can declare and initialize a variable some\_point to do exactly the same:

GP142\_point some\_point; /\* We'll seperate declaration and \*/

/\* initialization this time. \*/

...

some\_point.x = -10; /\* Set up the center of the circle. \*/

some\_point.y = -5;

GP142\_circleP(BLUE, some\_point, 10)

.

You can put display text in the graphics window with GP142\_printfXY.

GP142\_printfXY(c, x, y, s, "format-string", expression1, expression2, ...)

is much like printf("format-string", expression1, expression2,...), except that the resulting string of characters is "printed" in the graphics window, starting at position (x,y) in color c and "point size" s. The point size of text is roughly the width in pixels of a typical character. Point sizes of nine to twelve are good sizes for labeling things in your figures. (Ordinary printf works, too, but its output goes to the console window, not the graphics window (this can be very useful for debugging). Like ordinary printf, GP142\_printfXY moves to a new line when you put a newline character ("\n") in the format string.

For example,

GP142\_printfXY(RED, 0, 50, 10, "%d %f %c", 10, 11.1, 'A');

prints 10 11.1 A in red at position (0,50) using a medium sized font (10 point).

A more complete [list of available functions](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.html#header) is given below.

**Flow of Control and User Interaction**

Just as you cannot use C's standard I/O facilities without having #include <stdio.h>, you cannot use GP142 without #include "GP142.h". The prototype for each of the functions is defined there. (Note: use"GP142.h", not <GP142.h>.)

Before you can use any of the GP142 functions, you must call GP142\_open() to allow the package to do various initializations, such as opening the graphics window. Similarly, before your program quits, it should callGP142\_close() to allow the package to do certain cleanup operations. In between, you can do any desired series of drawing commands. If your program is "noninteractive" and not animated, that's all there is to it.

To write interactive programs, i.e., ones where the program's behavior depends on user actions like clicking the mouse, or to do animation, there is one other important feature of the package -- the notion of "events". The function call GP142\_await\_event does just what its name suggests: it waits for some interesting "event" to occur before returning to your program. The four kinds of events it waits for are mouse clicks, keystrokes on the keyboard, "periodic update" events (explained [below](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.html#periodic)), and the quit signal. GP142\_await\_event returns a code indicating which kind of event occurred. Also, if the event was a mouse click, it returns the *x* and *y*coordinates of the mouse pointer. Similarly, for a keyboard event, it returns the character corresponding to the key pressed.

So, in outline, a typical interactive program using GP142 will:

* Call GP142\_open().
* Call various of the GP142 drawing commands to set up the static part of the picture.
* Have a loop calling GP142\_await\_event repeatedly, until a quit event is signaled. Inside the loop the other three kinds of events are handled. (A switch statement might be a handy way to do this.)
* Call GP142\_close().

In somewhat more detail, the following is basically the entire main program from the [GP142 demo program](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.html#demo) we have provided for you.

#include <stdio.h>

#include "GP142.h"

#define FALSE 0

#define TRUE 1

int main(void)

{

int quit; /\* has user signaled quit yet? \*/

int mouse\_x, mouse\_y; /\* mouse coordinates from GP142\_await\_event \*/

char key\_pressed; /\* character from GP142\_await\_event \*/

GP142\_open(); /\* Open and initialize the Graphics Window \*/

/\*

\* Whatever initialization you want goes here. For example, you

\* might want to draw your name, student number, and section on

\* the screen, together with other static parts of your picture.

\*/

/\*

\* The main event loop:

\* --- ---- ----- -----

\* Wait for the next user action (mouse click, keystroke, or a

\* periodic update event) and call the appropriate function to

\* handle it. Repeat this until user signals "quit".

\*/

quit = FALSE;

while (!quit) {

switch (GP142\_await\_event(&mouse\_x, &mouse\_y, &key\_pressed)) {

case GP142\_QUIT:

quit = TRUE; /\* set flag to terminate loop \*/

break;

case GP142\_MOUSE:

demo\_handle\_mouse(mouse\_x,mouse\_y);

break;

case GP142\_KBD:

demo\_handle\_kbd(key\_pressed);

break;

case GP142\_PERIODIC:

demo\_handle\_periodic();

break;

default:

break;

}

}

GP142\_close(); /\* Clean up and close graphics window \*/

return(0);

}

**Periodic Update Events and Animation**

Unlike keyboard, mouse, and quit events, the "periodic update" events are not signaled by any explicit user action. Rather, they are something like clock ticks. The system generates them automatically for you; you provide a way in your event loop for these events to get handled when they happen, and then you just trust that they happen.  If you wish to use GP142\_PERIODIC events in your program, you must get them started by callingGP142\_animate(ANI\_RUN).

Periodic events occur approximately 10-20 times per second, although not with clockwork regularity. They are intended to allow you to do simple animations: every time a periodic event happens, your program could update the display to show the next "frame" of an animation sequence. For example, our [demo](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.html#demo) program (among other things) displays something like a clock, erasing and redrawing the clock hand a few degrees forward with every periodic update event.

You might wonder why we do not do animation by just explicitly writing a loop that draws frame after frame. For one thing, that would likely go faster than the eye could follow. More seriously, it would prevent other user interaction, like keyboard and mouse actions, from being noticed by the program, and prevent various useful "background" tasks from being performed by the computer.

**The Run Menu**

GP142 provides a menu called "Run", with the following items:

1. **Animate:** As an alternative to calling GP142\_animate( ANI\_RUN) from inside your program, the use can cause periodic update events to begin by choosigng "Animate" from the Run menu .
2. **Halt Animation:** Stop signalling periodic update events.
3. **Advance one frame:** Selecting this menu item signals just **one** periodic update. This is very useful for debugging your animations, since it lets you step through them frame by frame.
4. **Logging:** Selecting "Logging" causes all GP142 function calls to be logged to the console window. This can be helpful during debugging. Selecting it again turns off logging. Note that the graphics window runs quite slowly with logging turned on, so for animations you will want it turned off once you have finished debugging. Also, with logging on, the machine gets quite sluggish at recognizing mouse clicks, so it is hard (but not impossible) to pull down the menu to turn logging off again. The solution is to use the logging keyboard shortcut (-L) instead of the mouse to turn it off.
5. **Record GP142.SCR:** Record subsequent events in a file named GP142.SCR. You should avoid having a file with this name (unless you want it overwritten).
6. **Playback GP142.SCR:** Playback the sequence of events recorded in GP142.SCR.
7. **Playback One Event:** Playback just the next event in GP142.SCR.
8. **Quit:** signals the quit event (as does clicking the "close box" in the upper left corner of the graphics window). Note that these actions do not **force** your program to quit; they merely signal the event that requests it to quit. It is up to you to make your program respond appropriately.

GP142's version number is also displayed on the menu, in case you need to know.

**Flushing and Clearing the Window**

When you execute a draw command, the screen is not instantaneously redrawn. Many animation require hundreds of objects to be drawn every second. If all these object are drawn immediately, the screen will continuously flicker and look really bad. To avoid this, GP142 does what is called *double buffering*.

Double buffering draws all the objects offscreen where you can't see them. Then, when GP142\_await\_event() is called, this offscreen buffer is copied onto the window all at once. This allows the drawing to appear smooth.

What this means for you is that you won't see an object appear on the screen until you call GP142\_await\_event(). Sometimes, like when you're debugging, you want to see an object drawn immediately. In this case, you can use the GP142\_flush() function to force the screen to be redrawn.

When you want to erase the screen, you can use GP142\_clear() to clear the entire window, allowing you to redraw everything from scratch.  You will often do this at the beginning of your program immediately after calling GP142\_open().

**Miscellaneous**

The function calls GP142\_logging and GP142\_animate let you simulate the analogous menu items under program control.

Note that you **cannot use scanf** in a GP142 program. However, keyboard events allow you to get individual characters typed by the user. (There is also a function GP142\_gets that allows you to prompt for and get a string typed by the user, but use of this facility requires an understanding of C strings.

For completeness we should also mention the difference between functions with name GP142\_...XY and those with name GP142\_...P. The XY suffix on many of the function names is there to remind you that they take pairs of integer parameters to specify the (x,y) coordinates of points. There is an equivalent set of functions with a P suffix, that pass points by using a Point type defined as a struct. Use of these functions requires an understanding of C structs, so ignore the GP142\_...P functions until then.

**List of Functions**

The prototype for each of the graphics functions is defined in the file GP142.h, and summarized below. (What appears here is not taken from GP142.h verbatim, but is a slightly "sanitized" version. If you are interested in the exact details, consult the GP142.h file itself: [GP142.h (Macintosh version)](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.h), or [GP142.h (Windows version)](http://courses.cs.washington.edu/courses/cse142/GP142/gp142.h).)

/\* color pallet \*/

#define MAX\_COLORS 24

#define BLACK 0

#define WHITE 1

#define RED 2

#define GREEN 3

#define BLUE 4

#define YELLOW 5

#define MAGENTA 6

#define CYAN 7

#define PURPLE 8

#define NAVY\_BLUE 9

#define DUSTY\_PLUM 10

#define ICE\_BLUE 11

#define TURQUOISE 12

#define ORANGE 13

#define BROWN 14

#define PINK 15

#define CHALK 16

#define GOLD 17

#define PEACH 18

#define FOREST\_GREEN 19

#define SEA\_GREEN 20

#define OLIVE 21

#define MED\_GRAY 22

#define LT\_GRAY 23

void GP142\_open(void); /\* Initialize the GP142 library. \*/

/\* Invoke this at the beginning of main() \*/

void GP142\_close(void); /\* Close the library. \*/

/\* Invoke this at the end of main() \*/

void GP142\_pixelXY( /\* Draw a pixel on the graphics window. \*/

int, /\* color \*/

int, int); /\* x, y coordinates \*/

void GP142\_lineXY( /\* Draw a line segment on the graphics window. \*/

int, /\* color \*/

int, int, /\* x, y coordinates of starting point \*/

int, int, /\* x, y coordinates of ending point \*/

int); /\* line width \*/

void GP142\_rectangleXY( /\* Draw a rectangle on the graphics window. \*/

int, /\* color \*/

int, int, /\* x, y coordinates of any corner \*/

int, int, /\* x, y coordinates of opposite corner \*/

int); /\* line width \*/

void GP142\_triangleXY( /\* Draw a triangle on the graphics window. \*/

int, /\* color \*/

int, int, /\* x, y coordinates of first corner point \*/

int, int, /\* x, y coordinates of second corner point \*/

int, int, /\* x, y coordinates of third corner point \*/

int); /\* line width \*/

void GP142\_ovalXY( /\* Draw an oval on the graphics window. \*/

int, /\* color \*/

int, int, /\* x, y coordinates of any (bounding box) corner \*/

int, int, /\* x, y coordinates of opposite corner \*/

int); /\* line width \*/

void GP142\_circleXY( /\* Draw a filled circle on the graphics window. \*/

int, /\* color \*/

int, int, /\* x, y coordinates of center \*/

int); /\* radius \*/

/\*

\* GP142\_printfXY provides formated printout to the graphics window,

\* essentially like printf. Newlines do advance text to the next line.

\*

\* For example, the call

\* GP142\_printfXY(RED, 0, 20, 10, "%c%c%c %d", 'C', 'S', 'E', 142);

\* prints the string CSE 142 in red starting at position (0, 20) using

\* 10 point type.

\*/

void GP142\_printfXY(

int color, /\* text color \*/

int x, int y, /\* x, y coords of left end of text \*/

int point\_size, /\* text size \*/

char fmt[], /\* the printf format string \*/

type1 expr1,

type2 expr2, ... ); /\* list of values to print \*/

void GP142\_clear(void); /\* Clear graphics window. \*/

extern int FAR

GP142\_flush(void); /\* flushes the window by executing all drawing

requests that have been issued. The screen is flushed

when GP142\_await\_event is called, so you don't need

to use this function unless you want to synchronize

your display (perhaps when debugging) \*/

int GP142\_await\_event( /\* Fetch the next event. \*/

int \*, /\* pointer to mouse's x coordinate \*/

int \*, /\* pointer to mouse's y coordinate \*/

char \*); /\* pointer to character just entered \*/

extern int FAR

GP142\_gets( /\* Display a dialog box, and ask user \*/

/\* for a string \*/

const char prompt[], /\* Prompt string \*/

char result[]); /\* Result string \*/

extern void FAR /\* has an effect in Windows only \*/

GP142\_show\_text( /\* show or hide the text window \*/

int showit); /\* nonzero = show, zero = hide \*/

/\* Possible returns values: \*/

#define GP142\_MOUSE 1

#define GP142\_KBD 2

#define GP142\_PERIODIC 3

#define GP142\_QUIT 4

void GP142\_logging( /\* Switch logging on or off. \*/

int); /\* Possible values: \*/

#define LOG\_OFF 0 /\* == no logging \*/

#define LOG\_ON 1 /\* == logging \*/

void GP142\_animate( /\* Controls flow of program. \*/

int); /\* Possible values: \*/

#define ANI\_HALT 0 /\* == Stop animation \*/

#define ANI\_SINGLE\_STEP 1 /\* == Advance one frame \*/

#define ANI\_RUN 2 /\* == Start animation \*/

#define ANI\_QUIT 5 /\* == Quit program \*/

/\*

\* Point versions of many of the above functions

\*/

typedef struct {

int x;

int y;

} GP142\_point;

typedef struct {

int x, y;

char c;

} GP142\_event\_t;

extern int FAR

GP142\_await\_eventP( /\* Fetch the next event \*/

GP142\_event\_t \*event); /\* pointer to event record \*/

extern int FAR

GP142\_pixelP( /\* draw a pixel in the graphics window \*/

int color, /\* color \*/

GP142\_point p); /\* Point to draw \*/

extern int FAR

GP142\_lineP( /\* draw a line segment on the graphics window \*/

int color, /\* color \*/

GP142\_point p1, /\* starting point \*/

GP142\_point p2, /\* ending point \*/

int thickness); /\* line width \*/

extern int FAR

GP142\_rectangleP( /\* draw a rectangle on the graphics window \*/

int color, /\* color \*/

GP142\_point p1, /\* one corner point \*/

GP142\_point p2, /\* opposite corner point \*/

int thickness); /\* line width; 0 => fill \*/

extern int FAR

GP142\_triangleP( /\* draw a triangle on the graphics window \*/

int color, /\* color \*/

GP142\_point p1, /\* first corner point \*/

GP142\_point p2, /\* second corner point \*/

GP142\_point p3, /\* third corner point \*/

int thickness); /\* line width; 0 => fill \*/

extern int FAR

GP142\_ovalP( /\* draw an oval on the graphics window \*/

int color, /\* color \*/

GP142\_point p1, /\* one corner point \*/

GP142\_point p2, /\* opposite corner point \*/

int thickness); /\* line width; 0 => fill \*/

extern int FAR

GP142\_circleP( /\* draw a circle on the graphics window \*/

int color, /\* color \*/

GP142\_point p, /\* center point \*/

int radius); /\* radius \*/

extern int FAR

GP142\_printfP( /\* printf onto the graphics window \*/

int color, /\* text color \*/

GP142\_point p, /\* x, y coords of left end of text \*/

int size, /\* text size \*/

const char fmt[], /\* the printf format string \*/

... ); /\* list of values to print \*/

**GP142 Demo Program**

We have also provided a "Demo" program containing complete [source code](http://courses.cs.washington.edu/courses/cse142/GP142/GP142demo.c) for a demonstration application that should give you a good look at how to draw rectangles, ovals, text, use printf, get mouse and keyboard events, do animation, etc.

**Using GP142**

If you are working with GP142 as part of an on-campus CSE142 homework assignment, the homework distribution will include copies of the GP142 files.  It will also include a project already built.  You should use it.  Click on the .dsw file to start it.

If you are using Windows MSVC and want to build your own project, there are two important things you must know:

1. Name your own C source files as .c.  Do not name them .cpp.  If you are really intending to write C++ code, you need to use a special [C++ version](http://courses.cs.washington.edu/courses/cse142/GP142/GP142.html#cpp) of GP142 which has been encapsulated as a class.

2. When you create a project, it must be of type Win32 Application.  A Console Application will not work; you will get linker errors.  You cannot let MSVC create a "default project" for you, as this will be a Console Application.

In any case, you need to get the appropriate header and library files, and hook them in to your project. If this has not been done in the homework folder you obtain from the course web, proceed as follows: **Windows Users** need three files: GP142.h, GP142lib.H, and GP142.c. Place all three of them in the same folder as your .c and other files. Place

#include "GP142.h"

near the front of your .c file. (Note: Unlike stdio.h, this #include uses quotes, not <...>. "GP142lib.H" is for "GP142.C" only. You only need to put "GP142lib.H" in the same folder as "GP142.h" , and should not include it in your .c file. You will find more details in the [online notes for Windows users](http://courses.cs.washington.edu/courses/cse142/GP142/GP142-notes.html#windows) and the [README](http://courses.cs.washington.edu/courses/cse142/GP142/README_WIN.TXT) file.

**Getting the Files**

Typically we will provide the necessary files in the homework folder, so you do not need to do anything other than copy that folder to your floppy. If not, we provide all of the Macintosh or Windows files bundled together in a single file (a so-called "self-extracting archive") named something like GP142v2.2.sit.hqx (Macintosh) or GP142.EXE (Windows). On your Macintosh, you simply open it; on your PC, you execute it. In either case it will then unbundle itself, creating the various files you need. There may also be an accompanying README file with some instructions and notes.

You can download the files through your web browser:

* **Macintosh:**

All of the GP142 files are contained in the [GP142 Demo Project](http://courses.cs.washington.edu/courses/cse142/GP142/GP142Demo.sit.hqx), which also contains a ready-made project for CodeWarrior 5 users. Explicit instructions for setting up your own [CW5 GP142 project](http://courses.cs.washington.edu/education/courses/142/info/mac/cwhelp.html) are also available.

* **Windows** Files:
  + [Self extracting archive](http://courses.cs.washington.edu/courses/cse142/GP142/GP142VC5.EXE) for MSVC 5.0 and above. Contains all source code, and a project that is set up to build a demo program.  When opening this archive with MSVC 6.0, you will be asked whether to convert the project to the new format, say yes.
* **XWindows** users will need to get the three source files above. [A few hints](http://courses.cs.washington.edu/courses/cse142/GP142/help-xwindows.html) on linking your project may help you get started.
* **View the raw source code with your browser**:
  + [gp142.h](http://courses.cs.washington.edu/courses/cse142/GP142/gp142.h) (text file; approximately 13KB)
  + [gp142lib.h](http://courses.cs.washington.edu/courses/cse142/GP142/gp142lib.h) (text file; approximately 13KB)
  + [gp142.c](http://courses.cs.washington.edu/courses/cse142/GP142/gp142.c) (text file; approximately 115KB)

**Macintosh/Windows Differences**

Here is a brief summary of some of the known differences between the Macintosh and Windows versions. This list is **not** exhaustive.

* Pen shape: the Macintosh uses a square pen; Windows uses a round one.
* Thick lines: exact positions of thick lines may differ by a pixel or so between the two. For instance, in a horizontal line of thickness 2 compared to one of thickness 1, should the extra pixel go above or below the thin line?
* Fonts: detailed size, shape, and placement of characters will differ somewhat.

**A C++ Class for GP142 Programs**

In CSE143, we often use a lass named GP142Display for simple graphic programming. This class is really just a wrapper for the GP142 files above, but it works well for simple programs. With this class you can do everything you can in a regular GP142 program. The most notable limitation to GP142Display is that you cannot have multiple instances of the class.

In addition to [gp142.h](http://courses.cs.washington.edu/courses/cse142/GP142/gp142.h), [gp142lib.h](http://courses.cs.washington.edu/courses/cse142/GP142/gp142lib.h), [gp142.c](http://courses.cs.washington.edu/courses/cse142/GP142/gp142.c), you'll need the following two files:

* [gp142display.h](http://courses.cs.washington.edu/courses/cse142/GP142/gp142display.h)
* [gp142display.cpp](http://courses.cs.washington.edu/courses/cse142/GP142/gp142display.cpp)

*cse142-webmaster@cs.washington.edu (Last Update: 12/10/00 )*